**Full Stack Take Home Test**

1. In Angular JS When a scope is terminated, two similar “destroy” events are fired. What are they used for, and why are there two?

(Ans). In Angular JS when a scope is terminated, two similar destroy events are triggere.

The explanation of each “destroy” event are mentioned below

1. **$destroy**, is an Angular JS event, It can be used by Angular JS scopes

Where they are accessible, e.g. in controllers.

1. **$destroy**. is a jQuery event, It is triggered whenever a node is removed
2. What is the preferred method of resolving unhandled exceptions in Node.js?

(Ans).

1. What is typically the first argument passed to a Node.js callback handler?

(Ans). **Error object** is the first argument passed to Node.js callback

1. List at least three ways to communicate between modules of your application using core AngularJS functionality.

(Ans). To communicate between modules of our application using core AngularJS

functionality, The below mentioned three ways can be used :

1) Using Events

2) Using Services

3) By assigning models on $rootScope

1. Write a MongoDb query to retrieve all the documents in Users collection the status as the status equals "A" and age is less than ($lt) 30:

(Ans). db.Users.find({ $and : [ { “status” : “A” } , { “age” : { $lt:30 } } ] }).pretty()

1. Consider following code snippet:

{  
 console.time("loop");  
 for (var i = 0; i < 1000000; i += 1){  
 // Do nothing  
 }  
 console.timeEnd("loop");  
 }

The time required to run this code in Google Chrome is considerably more than the time required to run it in Node.js. Explain why this is so, even though both use the v8

JavaScript Engine.

(Ans). Within a Chrome, declaring the variable i is outside of any function’s scope makes

it global and therefore it binds it as a property of the window object. So, running this

code in a Chrome requires repeatedly resolving the property i within the

heavily populated window namespace in each iteration of the for loop.

In Node.js, declaring any variable outside of any function’s scope binds it only

to the module’s own scope which makes it much easier and faster to resolve.

7. This is a simple test written for Protractor (A test framework for Angular JS), a slightly modified example from Protractor docs:

it('should find an element by text input model', function() {

browser.get('/some-url');

var login = element(by.model('username'));

login.clear();

login.sendKeys('Jane Doe');

var name = element(by.binding('username'));

expect(name.getText()).toEqual('Jane Doe');

// Point A

});

Explain if the code is synchronous or asynchronous and how it works.

8. Given two tables created and populated as follows:

CREATE TABLE dbo.envelope(id int, user\_id int);

CREATE TABLE dbo.docs(idnum int, pageseq int, doctext varchar(100));

INSERT INTO dbo.envelope VALUES

(1,1),

(2,2),

(3,3);

INSERT INTO dbo.docs(idnum,pageseq) VALUES

(1,5),

(2,6),

(Null,0);

What will the result be from the following query:

UPDATE docs SET doctext=pageseq FROM docs INNER JOIN envelope ON envelope.id=docs.idnum

WHERE EXISTS (

SELECT 1 FROM dbo.docs

WHERE id=envelope.id

);

(Ans). The result of the query is following table

|  |  |  |
| --- | --- | --- |
| idnum | pageseq | doctext |
| 1 | 5 | 5 |
| 2 | 6 | 6 |
| Null | 0 | Null |

9. Go to [jsfiddle.net](http://jsfiddle.net/), and paste in the markup given below into the HTML area.

<div class="grader">GRADER</div>  
<div class="panda">panda</div>

Now enter just enough CSS (no HTML or JS!) to make the output look exactly like the following:

![pandagrader.png](data:image/png;base64,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)

Hit 'Save' in the JSFiddle toolbar, which will redirect you to a unique URL for your work. Paste in that URL below .

(Ans). <https://jsfiddle.net/3t0zctxt/>

10. What is REST?

11. What is HTTP Strict Transport Security (HSTS)?

12. **Why won't this Node program run? What's wrong with it?**

var express = require('express');  
var app = express.createServer(express.logger());  
  
app.get('/', function(req, res) {  
 res.send("Hello World!");  
});  
  
var port = process.env.PORT || 3000;  
  
app.listen(port, function() {  
 console.log("listening on #{port}");  
});

13. What is “callback hell” and how can it be avoided?

(Ans). “Callback hell” refers to nested callbacks that have become unreadable or complex to understand.

There are some methods to avoid “calback hell”, which are explained below

1. Use **modularization**. The callbacks are broken out into independent functions which can be called with some parameters.
2. Using Promises

14. How does Node.js support multi-processor platforms, and does it fully utilize all processor resources?

(Ans). As we know Node.js is a **single thread** application, it will run on a single processor. However, Node.js provides support for deployment on multiple-processor systems, to take better and more advantage of the hardware. The Cluster module is one of the core Node.js modules which allow us to running multiple Node.js processes that share the same port. A single instance of Node.js runs in a single thread.To take advantage of multi-core systems the user will sometimes want to launch a cluster of Node.js processes to handle the load. The cluster module allows us to easily create child processes that all share server ports.

15. Explain the CSS “box model” and the layout components that it consists of.

16. Explain what elements will match each of the following CSS selectors:

1. div, p
2. div p
3. div > p
4. div + p
5. div ~ p

(Ans).

|  |  |
| --- | --- |
| **Selector** | **Description** |
| div , p | Selects all <div> elements and all <p> element |
| div p | Selects all <p> elements inside <div> elements |
| div > p | Selects all <p> elements where the parent is a <div> element |
| div + p | Selects all <p> elements that are placed immediately after <div> elements |
| div ~ p | Selects every <p> element that are preceded by a <div> element |